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Abstract

The branching-time transformation technique has proven to be an efficient approach for
implementing functional programming languages. In this paper it is demonstrated that
such a technique can also be defined for logic programming languages. Mare specifically, a
transformation algorithm is proposed from a subclass of logic programs (the Chain Datalog
ones) to the class of unary branching-time logic programs which have at most one atom
in the bodies of clauses. In this way, we obtain a novel implementation approach for
Chain Datalog, shedding at the same time new light on the power of branching-time logic
programming.

Keywords: Temporal logic programming, Program transformations, Deductive Databases,

Chain Datalog.

1 Introduction

The branching-time transformation is a promising technigue that has been used for implement-
ing functional programming languages [21, 20, 13, 16, 17]. The basic idea behind the technique
is that the recursive function calls that take place when a functional program is evaluated,
actually form a tree-like structure. This observation has led to the idea of rewriting the source
program into a form in which the tree structure of the recursion appears more explicitly. More

specifically, the functional program is transformed into a zero-order branching-fime functional
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program, which has a simpler structure and which can be easily evaluated using a demand-
driven technique (also called eduction [6, 5]). The branching-time technique offers a promising
alternative to the usual reduction-based implementations [8] of functional languages.

It is therefore natural to ask whether a similar transformation exists for logic programming
languages. Our work aims at exactly this point: to examine whether logic programs can be
transformed into simpler in structure branching-time logic programs. More specifically, we
define a transformation algorithm from the class of Chain Datalog programs [19, 1, 2, 4] to
the class of unary branching-time logic programs which have (at most) one atom in the bodies
of their clauses. In this way we set the basis for a new approach for implementing logic
programming languages.

The following example is given in order to motivate the branching-time transformation.

The precise presentation of all the concepts involved will be given in subsequent section:
Example 1.1. The following is a Chain Datalog program together with a goal clause:

+— pla,Y).

PIX,Y) < q(X.2),q(Z,Y).
q(a,b).

q(b,c).

The output of the transformation is:

+— first pa(Y).

first pgla).

P1(Y) ¢ nexty qi(Y).

nexts qp(Z) + next; q1(Z).

next; qo(X) + polX).

q1{b} + qo(a).

g1(c) + go(b}.
Notice that the resulting program contains only unary predicates and each clause has at most
one atom in its body. However, the program also contains certain temporal operators (first,

next;, next;) whose semantics will be introduced later in a later section. o

The main contributions of the paper can be summarized as follows:

« A novel transformation algorithm from Chain Datalog programs into simple in structure
branching-time logic programs is defined. The proposed transformation is the analog of
the branching-time transformation that has been defined in the functional programming

domain.

e The proposed algorithm can form the basis of new evaluation strategies for Chain Datalog

programs. Such issues are discussed in later sections of the paper. It should be noted here



that the class of Chain Datalog programs has been considered as an especially interesting

one in the area of deductive databases [19, 1, 2, 4].

e The results are interesting from a foundational point of view, as they shed new light on
the power of temporal logic programming languages (branching-time ones in particular)

and their relationship to classical logic programming.

The rest of the paper is organized as follows: Section 2 gives preliminary definitions that will
be used throughout the paper. Section 3 defines the language of Branching Datalog. Section 4
introduces the branching-time transformation algorithm. Section 5 proves the correctness of the
proposed transformation. Section 6 discusses evaluation strategies for the programs that result
from the transformation. Finally, section 7 concludes the paper with discussion of possible

future extensions.

2 Preliminaries

A Datalog program is a set of Horn clauses in which terms are either constants or variables.
Following the convention in the deductive database literature we separate the set of clauses in
a Datalog program into two disjoint parts: the EDB part containing the unit clauses (facts)
which are ground, and the IDB part containing the rules (i.e. the clauses with nonempty
bodies}. Predicates defined in the EDB are called EDB predicates, while those defined in the
IDB are called IDB predicates. We also assume the following notation: constants are denoted
by a, by ¢, variables by X, Y, Z and predicates by p, q, r; also subscripted versions of the
above syvmbols will be used. A term is either a variable or a constant. An afom is a formula
of the form pleg,... .@n-1) where eg.....e,—; are terms. In the following, we assume familiarity
with the basic notions of logic programming [9)].

We are particularly interested in the class of Chain Datalog programs, whose syntax is
defined below:

Definition 2.1. [4] A chain rule is a clause of the form
q(X,Z) « au(X, Y1), q2(Y1, Ya)o oo o Qe (Yo Z).

where & > 0, and X, Z and each Y; are distinct variables. Here q{X,Z) is the head and
qi(X,Y1),q20Y1,Y2),....9k+1(Y4, Z) is the body of the rule. The body becomes q;(X,Z)
when & = 0. A Chain Datalog program is a Datalog program whose rules are chain rules and
whose EDB part consists of facts which are binary. Programs are denoted by P. A goal is of

the form + q(a, X), where a is a constant, X is a variable and q is a predicate.

Notice that each chain rule contains no constants and has at least one atom in its body.
Moreover, we assume that the first argument of a goal atom is always ground. The necessity

of this assumption will become clear in later sections.



The first argument of a predicate will often be called its input argument, while the second

one its output argument.

Definition 2.2. A simple Chain Datalog program iz one in which all rules have at most two
atoms in their body.

The semantics of (Chain} Datalog programs can be defined in accordance to the semantics
of classical logic programming. The notions of minimum medel and immediate consequence

operator Tp, transfer directly [9].

3 Branching Datalog

The technique proposed in this paper transforms a given Chain Datalog program into a simpler
in structure Datalog program that contains however appropriate temporal operators. The
output language of the transformation will be referred from now on as Branching Datalog.

Branching Datalog programs are in fact Caetus programs [14, 15] without function symbols.
Cactus is a temporal logic programming language in which time has a tree structure. For this
reason, Cactus is especially appropriate for describing tree algorithms and computations. It
should also be mentioned here that Cactus is an instance of the more general paradigm of
intensional logic programming [11].

The syntax of Branching Datalog is an extension of the syntax of Datalog. More specifically,
the temporal operators first and next;, i € A, are added to the syntax of Datalog. The
declarative reading of these temporal operators will be discussed shortly.

A temporal reference is a sequence (possibly empty) of temporal operators. A canonical
temporal reference is one of the form first next; - -next;,, where {1,...,i, € N and n > 0.
An open temporal reference is one of the form next;, - - -next;,, where é1,...,i, € Nand n > 0.
A temporal atom is an atom preceded by either a canonical or an open temporal reference. A

temporal clause is a formula of the form:
A+—B, . .. B,

where A, By,..., B, are temporal atoms and m > 0. If m = 0, the clause is said to be a
unil temporal clause, and when m > 1, the clause is said to be a temporal rule. A Branching
Datalog program is a finite set of temporal clauses. In analogy to classical Datalog, the set of
unit temporal clauses of a Branching Datalog program is considered to be the EDB part of the
program; moreover, the set of temporal rules constitutes the IDB part of the program.

A goal clause in Branching Datalog is a formula of the form +« A;,..,A, where A,
i = 1,...,n are temporal atoms. As it will become clear in subsequent sections, the target
language of the transformation algorithm will be a subset of Branching Datalog and the goal

clauses that will used will consist of a single atom.



The following example, taken from [15], illustrates the use of Branching Datalog:

Example 3.1. Consider the non-deterministic finite automaton shown in Figure 1 which
accepts the regular language L = (01U010)*. We can describe the behaviour of this automaton

in Branching Datalog with the following program:

first state(q0).

nextp state(ql) + state(ql).
next; state(q2) +« state(gl).
next; state(gqd) + state(ql).
nextp state(q0) « state(q2).

1

Figure 1: A non-deterministic finite automaton

Notice that in this automaton, q0 is both the initial and the final state. The atom in the goal

clause:
+— first nexty next; nexty, state(gl).

is a logical consequence of the above program (see the discussion on the semantics of Branching

Datalog that follows), which indicates that the string 010 belongs to the language L. o

Branching Datalog is based on a relatively simple branching time logic (BTL). In BTL,
time has an initial moment and flows towards the future in a tree-like way. The set of moments
in time can be modelled by the set List(N) of lists of natural numbers A". The empty list
[ ] corresponds to the beginning of time and the list [i|t] {that is, the list with head i, where
i € NV, and tail t) corresponds to the i-th child of the moment identified by the list £. BTL
uses the temporal operators first and next;, t € N'. The operator first is used to express
the first moment in time, while next; refers to the i-th child of the current moment in fime.
The syntax of BTL extends the syntax of first-order logic with two formation rules: if A is a

formula then so are first A and next; A.



The semantics of temporal formulas of BTL are given using the notion of branching tem-
poral interpretation [14, 15]. Branching temporal interpretations extend the (linear) temporal

interpretations of the linear time logic of Chronolog [10].

Definition 3.1. A branching temporal interpretation or simply a temporal interpretation I of
the temporal logic BT I comprises a non-empty set I, called the domain of the interpretation,
together with an element of D for each variable; for each constant, an element of D; and for

each n-ary predicate symbol, an element of [List(A) — 277).

In the following definition, the satisfaction relation k= is defined in terms of temporal inter-
pretations. =y, A denotes that a formula A is true at a moment { in the temporal interpre-

tation 1:

Definition 3.2. The semantics of the elements of the temporal logic BT L are given induc-

tively as follows:

1. For any n-ary predicate symbol p and terms eg, ..., e,—1,
=1t pleo, ... en1) iff {I(e0), ..., I{en-1)) € I(p)(t)

2. =1 A iff it is not the case that =1 A

. EnArABiff FriAand=r: B

4, =1 AVvBiff FreAor ki B

5. s (VX)A iff Eqajxe A for alld € D where the interpretation I[d/x] is the same as [

except that the variable x is assigned the value d.
6. =1 first A iff l=f,[ 1A

il |=1:¢ next; A :ﬂ |=f:[1'|1] A

If a formula A is true in a temporal interpretation I at all moments in time, it is said to
be true in I {we write =y A) and I is called a model of A. If for all interpretations I, =1 A,

we say that A is valid and write = A.

3.1 Semantics of Branching Datalog

The semantics of Branching Datalog are defined in terms of temporal Herbrand interpretations.

A notion that is crucial in the discussion that follows, is that of canonical instance of a clause,
which is formalized below.



Definition 3.3. A canonical temporal atom is a temporal atom whose temporal reference
is canonical. An open temporal atom is a temporal atom whose temporal reference is open.
A canonical temporal clause is a temporal clause whose temporal atoms are canonical. A
canonical temporal instance of a temporal clause C is a canonical temporal clause C' which

can be obtained by applying the same canonical temporal reference to all open atoms of C.

Asin Datalog, the set Up containing all constant symbols that appear in P, called Herbrand
universe, is used to define temporal Herbrand interpretations. Temporal Herbrand interpreta-
tions can be regarded as subsets of the temporal Herbrand Base TBp of P, consisting of all
ground canenical temporal atoms whose predicate symbaols appear in P and whose arguments
are terms in the Herbrand universe Up of P. A temporal Herbrand modelis a temporal Herbrand
interpretation which is a model of the program.

In analogy to the theory of logic programming [9], it can be easily shown that the model
intersection property holds for temporal Herbrand models. The intersection of all temporal
Herbrand models denoted by M{P), is a temporal Herbrand model, called the least temporal
Herbrand model.

The following theorem says that the least temporal Herbrand model consists of all ground
canonical temporal atoms which are logical consequences of P. Again, the proof of the theorem
is an easy extension of the corresponding proof for classical logic programming (see also the

corresponding proof for the linear time logic programming language Chronolog [10]).

Theorem 3.1 Let P be a Branching Datalog program. Then

M(P)={A € TBp | P = A).

A fixpoint characterization of the semantics of Branching Datalog programs is provided us-
ing a closure operator that maps temporal Herbrand interpretations to temporal Herbrand

interpretations:

Definition 3.4. Let P be a Branching Datalog program and TBp the temporal Herbrand
base of P. The operator Tp : 27Br — 2TBP i3 defined as follows:

Te(I)={A | A + B;,...,B, is a canonical ground instance of a program clause in P and

It can be easily proved (see again the analogous proof for Chronolog [10]) that 2757 is a
complete lattice under the partial order of set inclusion (C). Moreover, Tp is continuous and
hence monotonic over the complete lattice (2757 C), and therefore Tp has a least fixpoint. The
least fixpoint of Tp provides a characterization of the minimal Herbrand model of a Branching

Datalog program, as it is shown in the following theorem.



Theorem 3.2 Let P be a Branching Datalog program. Then

;U-IIP:I = Efpl[Tp] =Tp T

Notice that although in classical Datalog the least fixpoint of a program is reached in a
finite number of iterations, this is not the case for Branching Datalog due to the existence of

temporal operators. This point will be further discussed in section 6.

4 The Transformation Algorithm

The branching time transformation algorithm takes as input a simple Chain Datalog program
together with a goal clause, and produces as output a Branching Datalog program and a new

goal clause. Certain remarks are in order:

e The fact that the proposed algorithm is defined for simple Chain Datalog programs is
not a real restriction because, as it is illustrated by Proposition 4.1 that follows, every

Chain Datalog program can be transformed into an equivalent simple one.

¢ The input to the algorithm is a program tegether with a goal clause. This is similar to the
spirit of the corresponding transformation in functional programming [21, 16] in which
a functional program contains a top-level definition of a special variable result whose

value is the output of the program.

It should also be noted that the output of the transformation is a Branching Datalog program

in which:
1. All predicates are unary.
2. There is at most one atom in the body of each clause in the program .

The following proposition establishes the equivalence between Chain Datalog and simple Chain
Datalog programs. Notice that M(P,p) denotes the set of atoms in M{P) whose predicate

symbaol is p.

Proposition 4.1 Every Chain Datalog program P can be transformed into a simple Chain
Datalog program P, such that for every predicate symbol p of P, it heolds M{P,p) = M{P;, p).
Proof: Consider a chain rule in P of the form

P(X,2) —q:(X, Y1), qz(¥Y, Y3), ..., Qi+1(Yi Z). (1}



where & > 2. The rule (1) can be replaced by the two following rules (in which r is a new

predicate name that we introduce):

PIX.Z) + qiX, Y1), r(Yy,Z). (2)
r(Y1,Z) + qaY1,Y2)o o, Qetr(Yi, Z). (3)

Now, clause (2} has two atoms in its body, while clause (3) has £ (one less than clause (1)
initially had). We can apply the same process on clause {3}, and continuing in this way we
end-up with a simple Chain Datalog program P,.

It is easy to see that M (P, p) = M (P, p) as the new clauses we introduce can be considered
as Eureka definitions while the replacement of q2(¥Y;, Y2),....qp+1(¥Y%, Z) in the body of {1)
by r(Y1,Z) is a folding step [18, 7]. Now the desired result is an immediate consequence of
the correctness of the unfold /fold transformations. mi

MNotice that the proof of the above proposition is a constructive one, and therefore it suggests
a method for obtaining a simple Chain Datalog program from a Chain Datalog one.

We can now formally define the transformation algorithm which takes a simple Chain Dat-

alog program together with a goal clause as input and returns as output a Branching Datalog

program (of the form discussed above) together with a corresponding goal clause.

The algorithm: Let P be a given simple Chain Datalog program and G a given goal clause.

For each predicate p in P two unary predicates pg and p; are introduced, where py corresponds
to the first argument of p and p; to the second. The transformation processes each clause in
P and the goal clause G and gives as output a Branching Datalog program P~ together with
a new goal clause. When processing a rule of the source program, the algorithm introduces
branching-time operators of the form next;, i € N'. The operators introduced for a given rule

are assumed to have different indices than the operators used for any other rule.

1. Each unit clause (fact) in P of the form:

pla,b).
is transformed into a clause in P~* of the form:
p1(b} + paola}.
2. Each clause in P of the form:
p(X,Y)+—q(X,Y).

is transformed into two clauses in P* of the form:

P1(Y) + next; qu(Y).
next; qo(X) + po(X).



3. Each non unit clause in P of the form:
p(X,Y)+q(X,.Z),r(Z,Y).

is transformed into the set of clauses:

p1({Y) « next; ry(Y).
next; ro(Z) + next; q;(Z).
next; qop(X) + po(X).

where i # 7.

4. The goal clause:
—pla.Y).
is transformed into:
+— first p1(Y).
first ppla).

Example 4.1. Let P = {I,;,1;} U {E;, E;, E5} be a Chain Datalog program and G be a goal

clause, where:

(G) + plaY).

(I1) p(X,.Z) + e(X, Z).

(I2) p(X,Z) + p(X.Y),e(Y,Z).
(Ei1) e(a,b).

(E2) elb, c).

{Es) e(c, d).

Transforming the goal clause G we get:

« first py(Y).
first polal.

Transforming I; we get:

pilZ} + next; e;(Z).
next; eg(X)] +— polX).

Transforming I, we get:

p1({Z) + nexts e;(Z).
nexts eg(Y) + mnext, pu(Y).
nexts po(X) « po(X).

Finally, transforming the clauses E; — Es (corresponding to the EDB atoms] we get:

10



o

Notice that in the deductive database area it is customary to leave unchanged the EDB
part of a database when performing a transformation. As it is shown in appendix Al, the
proposed transformation can easilv be modified so as that it leaves the EDB intact.

In the following section we demonstrate the correctness of the proposed transformation

algorithm.

5 Correctness Proof

The correctness proof of the transformation proceeds as follows: at first we show that (see
Lemma 5.2 below) if a ground instance p(a,b) of the atom in the goal clause +— p(a,X) is
a logical consequence of the simple Chain Datalog program P, then the atom first py(b) is
a logical consequence of the program P* obtained by applying the transformation algorithm
to P U {+ p{a,X)}. In order to prove this result we establish a more general lemma (see
Lemma 5.1 below). The inverse of Lemma 5.2 is given as Lemma 5.4. More specifically,
we prove that whenever £first pi(b) is a logical consequence of P* then p(a,b) is a logical
consequence of P. Again, we establish this result by proving the more general Lemma 5.3,

Combining the above results we get the correctness proof of the transformation algorithm.

Lemma 5.1 For all predicates p defined in P, all canonical temporal references R, and all
a,b € Up, if K pola) € Tp+ tw and p(a,b) € Tp T w then R py(b) € Tp. T w.

Proof: We show the above by induction on the approximations of Tp 1 w.

Induction Basis:

To establish the induction basis, we need to show thatif R pp(a) € Tp+ T wand p(a,b) € Tp 1+ 0
then R py(b) € Tp- T w.

But p(a,b) € Tp 1 0 means that in P there exists a fact p(a,b). According to the
transformation algorithm, in P* there exists the rule p;(b) « pp(a). Using this and the fact
that R pp(a) € Tp- T w we conclude that R py(b) € Tp- 1 w.

Induction Hypothesis:
We assume that if B pg(a) € Tp- T w and p(a,b) € Tp 1 k then R pi(b) € Tp+ T w. Notice
that the induction hypothesis holds for any p in P and any temporal reference E.

L



Induection Step:
We show that if R pg(a) € Tp+ T w and p{a,b) € Tp T (k+ 1) then R p;(b) € Tp« T w.
Case 1: Assume that p(a,b) has been added to Tp 1 (k + 1) using a rule of the form:

p(X,Y) « q(X, Z),r(Z,Y). (1)

Then, there exists a constant ¢ such that g{a,e¢) € Tp T & and rie,b) € Tp T £.
Consider now the transformation of the above clause (1} in program P*. The new clauses

obtained are:

p1(Y)  next; 1y(Y). @)
next; ro(Z) + next; q(Z). (3)
next; qo(X) + po(X). (4)

Using the assumption that R pgla) € Tp+ T w together with clause (4) above, we get that
R next; qp(a) € Tps T w. Given this, we can now apply the induction hypothesis on q and on

temporal reference K next;, which gives:
Since R next; qg(a) € Tp- Tw and g(a,c) € Tp 1T k then R next; qi(¢) € Tp. T w.

Using now the fact that R next; q(c) € Tp- 1w together with clause (3) we get R next; rg(c) €
Tp+ T w. Given this, we can now apply the induction hypothesis on r which gives:

Since R next; rgle) € Tp- T w and r(e,b) € Tp t k then R next; ry(b) € Tp+ T w.

Using now the fact that R next; ry(b) € Tp. T w together with clause (2), we get the desired
result which is that R py(b) € Tps T w.
Case 2: Assume that p(a,b) has been added to Tp 1 {k + 1) using a rule of the form:

p(X.Y) « q(X,Y). (3)

This implies that q{a,b) € Tp 1 k. Consider now the transformation of the above clause (5)
in program P*. The new clauses obtained are:

Pi(Y)  next; q(Y). (6)
next; qo(X) + po(X). (7)

Using the assumption that R pgla) € Tp. T w together with clause (7) above, we get that
H next; gp{a) € Tp+ T w. Given this, we can now apply the induction hvpothesis on q which

gives:

Since R next; qo(a) € Tp. T wand g(a,b) € Tp T k then R next; qi(b) € Tp+ Tw.

12



But this together with clause (6) above gives R p;i(b) € Tp- 1 w, which is the desired result.
O

Lemma 5.2 Let P be a simple Chain Datalog pregram and + p(a, X) be a goal clause. Let
P* be the Branching Datalog program oblained by applying the tranformation algorithm lo
Pu{+ p(a,X)}. If p(a,b) € Tp t w then first p;(b) € Tp- tw.

Proof: Since by transforming the goal clause, the fact first pg(a) is added to P, this lemma
is a special case of Lemma 5.1. O

We now show the following lemma which is the “inverse” of Lemma 5.1:

Lemma 5.3 For all predicates p defined in P, for all canonical temporal references R, and for
allb € Up, if R py(b) € Tp+ T w then there erists a constant a € Up such that p{a,b) € Tp T w
and R pola) € Tp- T w.

Proof:

We show the above by induction on the approximations of Tp- T w.

Induction Basis:

To establish the induction basis, we need to show that if B p;(b) € Tp= * 0 then there exists
a constant a such that p{a,b) € Tp tw and R pgla) € Tp- 1 0.

But i py(b) € Tp= 1 0 is false because (as it can be easily seen from the definition of the
transformation algorithm) in Tp« 1 0 there only belongs one atom whose predicate is an input
one. This atom has been obtained by transforming the goal clause. Therefore, the basis case

holds vacuously.

Induetion Hypothesis:

If R py(b) € Tp+ T k then there exists a constant a such that p(a,b) € Tp T w and R pyla) €
Tpe T k.

Induction Step:

We show that if R pi(b) € Tp- T (k+ 1) then there exists a constant a such that p(a,b)
Tp T w and R pgl(a) € Tp= T (k+ 1).
Case I: Assume now that there exists in P a rule of the form:

p(X,Y) ~ q(X,Z),r(Z,Y). (1)

Consider the transformation of the above clause (1) in program P*. The new clauses obtained

are:
p1(Y)  next; ri(Y). (2)

next; ro(Z) « next; q;(Z). (3)

next; qo(X)  po(X). (4)

13



Assume also that R p;(b) has been introduced in Tp= 1 (k+ 1) by clause (2) above. Then,
this means that R next; ri(b} € Tp- T k. By the induction hypothesis, we get that there exists
a constant ¢ such that r{e,b) € Tp T w and R next; rg(c) € Tp- T k.

Notice now that the only way that R next; ro{c) € Tp+ t k can have been obtained is by
using clause {3} above (all other clauses defining predicate rg, have a different index in the
next operator). Therefore, using clause (3) above, we get that' R next; qi(c) € Tp= T (k—1)
which also means that K next; q(c) € Tp+ T k. Using the induction hypothesis, we get that
there exists a constant a such that q(a,e¢) € Tp t w and R next; qu(a) € Tp- 1 k. But
then, using clause (4) above as before we get R pg(a) € Tp- 1 (k — 1), which implies that
R po(a) € Tp- T k. Moreover, since q(a,¢) € Tp t w and rie,b) € Tp T w from (1) we also get
pla,b) € Tp tw. Using these, we derive the desired result.

Case 2: Assume that in P there exists a rule of the form:

P(X,Y) «q(X,Y). (5)

Consider now the transformation of the above clause (3) in program P*. The new clauses

obtained are:

pPi(Y) + next; q:{Y). (6)
next; qo(X) « po(X). (7}

Assume also that R p;(b) has been introduced in Tp- 1 (k4 1) by clause (6) above. Then, this
means that B next; q;(b) € Tp+ T k. By the induction hyvpothesis, we get that there exists a
constant a such that R next; qg{a) € Tp- T k and q(a,b) € Tp 1 w. Using clause (5), we get
that p(a,b) € Tp T w.

Using clause (7) above together with the fact that R next; qg(a) € Tps T k, we get®
R po(a) € Tp« 1 (k — 1), which implies that R pg(a) € Tp- 1 k.
Case 3: Assume that in P there exists a fact of the form:

p(a, b). (8)

b1

Consider now the transformation of the above clause (8) in program P*. The new clause
obtained is:

pi(b) + pola). (9)

Assume now that R p;(b) has been introduced in Tp+ 1T (k + 1) by clause (9) above.
This means that R pp(a) € Tp- + k and therefore R pgla) € Tp- T (k + 1). Moreover,
pla,b) € Tp T w, because p(a,b) is a fact in P.

‘It can be easily seen that Case 1 of the induction step is only applicable for values of k which are greater
than 2.
*It can be easily seen that Case 2 of the induction step is only applicable for values of k which are greater

than 1.
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This concludes the proof of the particular case and of the lemma. m]

Lemma 5.4 Let P be a simple Chain Datalog program and + p(a,X) be a goal clause. Let
P* be the Branching Datalog program obtained by applying the tranformation algorithm lo
PU{+ p(a,X)}. Iffirst p,(b) € Tp T w then p(a,b) € Tp T w.

Proof: From Lemma 5.3 we have that there is a constant ¢ such that p(e,b) € Tp T w and
first polc) € Tps T w. But as the only instance of first pg(X) in Tp+ 1w is first pgla)

then ¢ = a. O

Theorem 5.1 Let P be a simple Chain Datalog program and « pla,X) be a goal clause.
Let P* be the Branching Datalog program obtained by applying the tranformation algorithm to
PuU{+ pla,X)}. Then first p,(b) € Tp- T w iff p(a,b) € Tp T w.

Proof: It is an immediate consequence of lemmas 5.2 and 5.4. O

6 Evaluation Strategies

In this section we examine two different evaluation strategies that are applicable to the Branch-

ing Datalog programs that result from the transformation.

6.1 Bottom-up Evaluation

It is customary in the deductive database area to investigate bottom-up evaluation strategies
for Datalog programs. In particular, queries for such programs can be evaluated in a bottom-up
way using essentially the definition of the T'p operator. As the Herbrand universe of a Datalog
program is finite, the calculation of the least fixpoint of a program iz completed in a finite
number of steps.

Branching Datalog programs can also be evaluated bottom-up through the use of the Tp
operator of Definition 3.4. However, as the temporal Herbrand base of & Branching Datalog
program is (in general) infinite, the calculation of the least fixpoint may not terminate in a
finite number of iterations.

Fortunately, in the case of the Branching Datalog programs obtained by the transformation,
the calculation of the answers to the goal clause requires only a finite number of iterations. In
fact, the number of steps for the calculation of the answers to the goal clause is bounded by
a number which depends on certain characteristics of the program {e.g. the number of unit
clauses in the database of P, the number of different data constants in the database, ete.). In

order to prove this claim we use the results of [3] which refer to the language Datalog,s.
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For this, we transform the Branching Datalog program (together with the corresponding
goal clause) that has been obtained by the branching time transformation algorithm into a

Datalog,s program. This transformation is defined as follows:

# Replace every atom of the form p(e} with p(T.e).
e Replace every atom of the form next; p(e) with p{[i|T],e).

# Replace every atom of the form first p{e) with p([J.e).

Example 6.1. Consider the following Chain Datalog program:

P(X,Y) + q(X,Y).
gla,b).

and the goal clause

+ pla,Y).
The output of the branching time transformation is:

+— first pi(Y).
first pola).

pi(Y) & next; q(Y).
next; qo(X) + palX).
q1(b) ¢ qola).

The above can be transformed into the following Datalog,s program together with a goal

clause:
«~p(01,Y).

po([],a).
p1(T,Y) & qu([L1T1,Y).
qo( [11T],X) + po(T.X).

ql{T,b] — qﬂ‘{TJa] 2
O

The following lemma demonstrates the equivalence between the source Branching Datalog

program and the corresponding Datalog, s program that results from the above transformation.

Lemma 6.1 Let P* be a Branching Datalog program that results from the branching-time
transformation. Let Pl o be the Datalog,s program that results from the above transformation.
Then, forallk c N,

first next;, --- next;, p(a) € Tp- Tk iff p([in....,i1],a) € Tp=_1 k.

L



Proof: The proof is obtained by a straightforward induction on k. !

Using the results in [3], the following theorem can then be established:

Theorem 6.1 Let P be a simple Chain Datalog program, +— p{a,X) be a goal clause, and
P* be the Branching Datalog program obtained by applying the branching-time transformation
algorithm to P U {+ p(a,X)}. Then there is a natural number k such that all the answers to

the goal clause + first p;(X) can be computed (boitom-up) in at most k iterations.

Proof: As discussed above, P* can be transformed into a Datalog,s program Pjc. As it is
shown in [3], for every Datalog,s program P} ¢ there is a natural number m(P}s) such that all
the answers to a goal clause can be computed in m(P] ) iterations. Because of Lemma 6.1 the
corresponding answers to the goal clauses in both programs are obtained in the same number
of steps (i.e. k= m(P}s)). This completes the proof of the theorem. o

The above theorem suggests that one way to implement the programs that result from
the transformation is through bottom-up evaluation (which can stop as soon as the bound of
Theorem 6.1 is attained). In the present paper we do not consider complexity issues regarding

bottom-up evaluation.

6.2 Top-down Ewvaluation

Branching Datalog programs can also be executed using a resolution-type proof procedure
called BSLD-resolution (Branching-time SLD-resolution), which was initially proposed for the
more general category of Cactus programs [15]. BSLD-resolution is a refutation procedure
which extends SLD-resolution [9], and is similar to TiSLD-resolution [12], the proof procedure
for Chronolog programs.

It should be noted here that the programs that result from the branching-time transfor-
mation are much simpler in structure than general Cactus programs, because clauses contain
at most one atom in their bodies. Therefore, BSLD-resolution becomes much simpler for the
case of programs that result from the transformation. This simpler form of BSLD-resolution

is defined below:

Definition 6.1. Let P~ be a Branching Datalog program that results from the branching-
time transformation algorithm and G be the corresponding goal clause. A BSLD-derivation

of P* U {G} consists of a (possibly infinite) sequence of canonical temporal goals Gy =

G.Gy,...,Gy...., asequence Cy, ..., C,, ...of canonical instances of clauses of P* (called
the input clauses), and a sequence #q, ..., #, ...of most general unifiers such that for all i, the
goal Giyg is obtained from the goal:

G;= +— A
as follows:
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1. A is the canonical temporal atom in G;

2. H + B is the input clause C;4; (standardized apart from G;),

el

. #i41 = mgu(A, H)

e

X G;‘+1 iz the gﬂﬂ.-l: G;.{.l = 4= Blg;q.l

Definition 6.2. A BSLD-refuiation of P* U {G} is a finite BSLD-derivation of P* U {G}

which has the empty goal clause O as the last clause of the derivation.

Definition 6.3. A computed answer for P* U {G} is the substitution obtained by restricting
the composition #;8;...6, to the variables of G, where #,.8;,...,6,, is the sequence of the
most general unifiers used in a BSLD-refutation of P* U {G}.

BSLD-resolution is a sound and complete proof procedure for Branching Datalog (see the

corresponding theorems for the language Cactus [15]).

Example 6.2. Consider the program that was also used in Example 6.1:

(1) first pgla).

(2) p1(Y) + next; qi(Y).
(3} next; qo(X) « po(X).
(4) q1(b) + qola).

A BSLD-refutation of the canonical goal + first p;(Y) is given below:

+— first pi(Y)

using clause (2)
+— first next; qi(Y)

using clause {4) (and ¥ = b)
+ first next; qopla)

using clause {3} (and X = a)
+— first pola)

using clause (1)

O

a

Further evaluation related topics are outside the scope of the present paper. In the next

section we indicate certain directions that seem promising for further research.

18



7 Discussion

In this paper, we have developed a transformation algorithm from Chain Datalog programs
to Branching Datalog ones. The programs obtained by this transformation have the following

interesting properties:

o All predicates are unary

¢ Every rule has at most one atom in its body

There are certain points however which we believe require further investigation:

Implementation Issues: Apart from its theoretical interest, the transformation algorithm
can be viewed as the basis of new evaluation strategies for Chain Datalog programs. In the
previous section we have presented two different approaches for the execution of the programs
that result from the transformation algorithm. The first approach is a bottom-up evaluation
strategy which is guaranteed to produce all the answers to a given goal clause in a finite number
of steps. The second approach is more closely connected to the usual resolution-based proof
procedures for logic programming languages. It is outside the scope of the present paper to
consider the performance comparison among the two approaches. We believe however that such
a question deserves further research. Another interesting point for future investigation would
be to consider the performance of the proposed transformation algorithm when compared with

the standard procedures for implementing Chain Datalog (or simply Datalog) programs.

Extension of the Transformation to full Datalog: The authors have attempted to extend
the proposed transformation to Datalog programs that are not in chain form. Clearly, the
transformation does not extend directly to general Datalog. We believe however that, although
not in a straightforward manner, the algorithm can be generalized to apply to full Datalog.

We are currently investigating such a possibility.

Appendix A.1. Retaining the EDB predicates of P

As we have mentioned in section 4, it is customary in the database community to leave un-
changed the EDB part of a database when performing a transformation. The transformation
algorithm that we present in section 4 can be easily modified so as that it leaves the EDB

intact. The only change concerns the first rule of the algorithm which now becomes:

1" (a) Add all unit clauses of P to P,

(b) For every EDB predicate p of P, add a new clause to P* of the form:

pP1lY) — p(X, Y}, po{X]).
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It is easy to see now that the properties of P* mentioned in section 4, i.e. the property
that all atoms in P* are unary, and the property that all program clauses of P* have at most
one atom in their bodies, hold for all program clauses of P* except the clauses introduced by
applying the rule (1'). In fact, the clauses introduced by this rule in (B} play the role of an
interface to the program database, which is now retained by the transformation in its initial

form.
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