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Abstract 
The specification of a software architecture using different 
ADLs allows system designers to carry out a number of 
complementary analyses. In this position paper, we go 
one step further in this direction by advocating the need 
for specifying distinct views of a software architecture, 
each characterizing a specific type of properties (i.e. func- 
tional, interaction, and quality properties). Multi-view 
description of a software architecture raises the issue of 
combining a set of architectural views so as to derive the 
resulting overall architecture. We propose some hints on 
how this can be handled. 

1 Introduction 
It is now recognized that the construction of complex 
software systems can greatly benefit from the software 
architecture paradigm [9]. The software architecture of 
a system describes the system’s gross organization using 
an ADL, which provides notations for the abstract spe- 
cification of its architectural elements. Practically, the 
construction of a system from its software architecture 
requires taking into account the following properties of 
components and connectors: (i) the functionality offe- 
red by a component must match the ones expected by 
the components connected to it; (ii) the connectors used 
for handling interactions among components must pro- 
vide communication protocols that conform to those ex- 
pected by components; (iii) the overall architecture must 
provide the desired pzlality in terms of criteria as diverse 
as dependability, efficiency, scalability, security, timeli- 
ness, and usability. In this position paper, we propose to 
use multi-view architectural descriptions to cope with the 
above types of properties. The next section discusses the 
different views of a software architecture. Section 3 then 
addresses the issue of architectural consistency that is the 
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validity of an overall software architecture with regards to 
its different descriptions. We conclude in Section 4. 

2 Architectural Views 
The construction of a software system requires to take 
into account the behavior of components with respect to 
their functional, interaction, and quality properties. Ba- 
sed on this premise, we claim that the software archi- 
tecture of a system should be subdivided into a set of 
complementary architectural views where each view cor- 
responds to one type of properties. A pragmatic jus- 
tification is that some of the aforementioned properties 
are already handled by existing ADLs (e.g. see [5] for 
an overview of ADLs), which may be conveniently ex- 
ploited through the ACME framework [2]. An additio- 
nal justification relates to the resulting benefit from the 
standpoint of design reuse and software evolution. For 
illustration, let us consider the example of a basic Dis- 
tributed File System (DFS) structure. Figure 1 depicts 
different views of the DFS software architecture where 
boxes denote components, ellipses denote connectors, and 
directed arrows denote flows of control. Furthermore, 
white boxes denote functional components (i.e. compo- 
nents implementing some algorithmic aspect of the sys- 
tem), and grey boxes denote components enforcing some 
quality property. Base constituents of the DFS are the 
client and the file service functional components. Notice 
that although we depict a single client component, there 
may be several instances of such. Specifically, the views 
that we consider for illustration are: a) the functional 
view, which gives the operations that may be called by 
any client of the file service, together with the file service 
operations, e.g. read and write; b) the interaction view, 
which gives the interaction protocol between the client 
and the service, e.g. a client-server interaction; c) two 
eficiency views, which give the DFS structure aimed at 
increasing its efficiency by employing respectively a pre- 
fetching technique and a distributed implementation of 
the service coupled with load balancing; and d) the depen- 
dability view, which gives the DFS structure with respect 
to the fault tolerant mechanisms that are used, e.g. re- 
plication of the file service whose management relies on 
some broadcast protocol. 

In parallel to the multi-view description of the DFS 
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Figure 1: Architectural views of the DFS 

architecture, let us consider a single view aggregating 
all the aforementioned architectural features, as depic- 
ted in Figure 2. Considering design reuse, the multi-view 
description allows developers to exploit the design deci- 
sions made for the specific architecture for other applica- 
tion domains; only the functional view is tightly coupled 
with the DFS design. All the other design aspects are at 
least eligible for any client-server architectural style provi- 
ded the adequate substitution of functional components 
(white boxes). From the perspective of software evolu- 
tion, the multi-view architecture facilitates the revision 
of each software property, independently of the others. 

So far, we have given a rough informal picture of ar- 
chitectural view descriptions. A question that raises is 
to identify which ADL should be used for formal des- 
criptions. As already identified in the software architec- 
ture community, existing ADLs together provide distinct 
useful capabilities. Hence, each architectural view may 
be described from different perspectives using different 
ADLs, so as to carry out complementary analyses. Ho- 
wever, a number of important issues remain open, related 
to the composition of a set of architectural views so as 
to produce the overall system architecture (e.g. produ- 
cing the architecture of Figure 2 from those depicted in 
Figure 1). 

3 Combining Views 
The combination of architectural views raises two com- 
plementary issues: (i) architectural consistency, i.e. ve- 
rifying whether the composition of the views’ behavior 
produces a correct behavior, and (ii) architectural struc- 
ture, i.e. producing the structure of the overall architec- 
ture from the structure of its composing views. 

Architectural consistency: One way to handle archi- 
tectural consistency is to derive the overall architecture 
first and then to carry out adequate analyses. However, 
we would like compositionality of views so as to exploit 

the results of the analyses performed on individual views. 
This issue is similar to the horizontal composition of re- 
finement patterns discussed in [6], which uses a syntactic 
criterion so as to avoid a case-by-case proof of correctness. 
Such a solution cannot be undertaken for the composi- 
tion of views. For illustration, let us consider the quality 
views of the DFS example: depending on replication ma- 
nagement used in the dependability view, this may im- 
pact negatively on the system’s performance and hence 
lower the actual benefit of the efficiency views. Another 
example is the combination of fault tolerance with secu- 
rity concerns where the former requires replication while 
handling the latter implies minimizing replication. Let us 
examine view compositionality in more detail, by consi- 
dering the various pairs of distinct types of views: 

l Functional-Interaction: The only aspect to be 
considered for architectural consistency is to ensure 
that the synchronization among functional opera- 
tions is consistent with the synchronization achieved 
by the underlying interaction protocol. Compositio- 
nality of functional and interaction views may then 
be handled in a way similar to the treatment of port- 
role compatibility in Wright [l]. The synchroniza- 
tion protocols associated to component operations 
are declared in the functional view and are checked 
for compatibility with the protocols declared in the 
corresponding components of the interaction view. 

l Interaction-Quality: The combination of inter- 
action with quality views requires to ensure that 
the interaction properties achieved among functio- 
nal components remain unchanged. Hence, we may 
reason on compositionality of interaction with qua- 
lity views in a way similar to the treatment of com- 
position between interaction and functional views. 
A quality view must declare the synchronization 
protocols enforced for its composing functional com- 
ponents, which are checked for compatibility with 
the interaction protocols of the corresponding com- 
ponents in the interaction view. 
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l Quality-Quality: As previously suggested, reaso- 
ning about the compositionality of quality views is 
the most difficult part. We must ensure that for 
any two views Vi and Vz that are respectively tar- 
geted for quality properties of types 71 and 72, the 
quality property of type 72 (resp. 71) of the view 
Vi (resp. Vz) is consistent with the quality pro- 
perty of Vz (resp. Vi). In the framework of the 
Aster project’, we have been working on the abs- 
tract specification of architectural views enforcing 
some quality properties (i.e. dependability, security, 
and concurrency control) using temporal first-order 
logic so as to allow the analysis of architectures with 
respect to provided quality properties as well as qua- 
lity view refinement (e.g. see [4]). However, these 
properties are addressed independently and we are 
currently examining a solution to the compositiona- 
lity of associated views. A direct solution consists 
in requiring to associate to each quality view, its 
properties with respect to the other types of qua- 
lities. Reasoning about compositionality of quality 
views then amounts to verify consistency among the 
quality properties relating to the same quality type 
(i.e. the conjunction of the quality properties must 
not evaluate to false). The practicality of the above 
approach still needs to be devised. 

l Functional-Quality: A quality view may make 
assumptions on the quality properties of its com- 
posing functional components. Thus, a functional 
view may be composed with a quality view if the 
quality behavior of components in the functional 
view is consistent with the one of the correspon- 
ding components in the quality view. One way to 
handle this aspect is to have the specification of the 
quality properties provided by the functional com- 
ponents in the functional and quality views. These 
properties must then be checked for consistency at 
composition time in a way similar to the composi- 
tion of quality views. 

Although the treatment of view compositionality is not 
completely solved and still needs to be formally defined, 
we are confident that it can be handled in a rigorous way 
and even supported through CASE tools including the 
ones used by the Wright and Aster projects. 

‘http://www.irisa.fr/solidor/work/aster.html. 

Architectural structure: In addition to the view 
compositionality issue, there is the issue of deriving the 
overall architecture of a system from its composing views. 
The main objective here is to minimize the developer in- 
teraction by providing the adequate CASE tool. We are 
developing a special instance of such a tool [lo], which 
produces an architecture from a set of quality views and 
a functional view, for a specific interaction view (i.e. the 
view associated to the CORBA ORB). Let us notice that 
we expect existing solutions to the integration of various 
interaction protocols (e.g. UniCon [8]) to provide the ade- 
quate basis for extending the tool to the treatment of va- 
rious interaction views. 

4 Conclusions 
We have advocated the need for multi-view description of 
software architectures, and discussed the issue of compo- 
sing architectural views so as to derive the overall archi- 
tecture of a software system. Although results regarding 
the composition of architectural views are still at a pre- 
liminary stage, we are confident that a practical solution 
can be provided together with supporting CASE tools. 
To our knowledge, multi-view description of a software 
architecture has only been addressed from the perspec- 
tive of exploiting the distinct useful capabilities of existing 
ADLs (e.g. see [3]). Our work is complementary in that 
it addresses the combination of architectural descriptions 
characterizing different behaviors. Our notion of multi- 
view architecture may be considered as defining a set of 
architectural styles for an architecture. This approach 
has in particular been suggested in [7] to characterize the 
various aspects of product line architectures. However, 
the author does not examine this issue in detail, he only 
points out these potential benefits of architectural styles. 
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